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Dynamic languages, why should I look at them?

This chapter covers:

* The differences between dynamic typing and static typing
* The differences between compiled and interpreted languages
* REPL : Read Evaluate Print Loop
* The beauty of unit testing
* Duck typing

The first part of this book will help you understand what's in the rest of the book. The first chapter is about some of the specific characteristics of a dynamic. It should also give you a basic understanding of what it means to use a dynamic language. We’ll cover some of the essential building blocks for using the Ruby language throughout this book.

First I’d like to talk to you about the components of what makes a dynamic language and what makes a language static. Another building block is that Ruby is an interpreted language and is different from a compiled language. The example that will be used throughout this chapter is a hello world implementation, I chose hello world because that is to understand.

After the typing systems have been clarified I’ll highlight some of the most remarkable differences between dynamic typing and static typing. We'll discuss why there are no interfaces in ruby and why you don't really need interfaces.

Another topic of discussion will be REPL. REPL is a nice approach to programming; this should give you a primer on what REPL is. Many languages provide mechanisms for runtime code generation; we'll contrast the complex Reflection.Emit API in our static language with a much simpler mechanism of string evaluation used in the Ruby language.

With all that dynamism going, I would like some reassurance that my code works and that takes us to the importance of unit testing. We’ll see how that can be done using IronRuby using the tools from the Ruby community.

1.1 Setting some ground rules

In this first section I would like to provide some clarification for some of the vocabulary that will be used in this chapter as well as give you my view on why I think you should learn new languages on a regular basis. I will plea in favor of learning a dynamic language but I do believe that all language types are beneficial to your evolution as a programmer.

For example I would give the advice to a novice programmer to start by learning a statically typed and compiled language, such as C#, because those languages force you to take a lot of care and are less forgiving about any mistakes you are making. That should give you a much better basis to learn other types of languages from.

1.1.1 Clarification

In this chapter I will use terms like CLR, DLR, Ruby, IronRuby, TDD and BDD. In this section I'll briefly explain what these terms mean and tell you where you can find the more detailed description in this book or on the web.

I'm assuming that you know what the .NET framework is. The Common Language Runtime (CLR) is a part of the .NET framework and indicates the virtual machine on which Common Intermediate Language (CIL/IL) bytecode is run. The CIL is the lowest-level human-readable programming language in the .NET Framework.

The DLR (Dynamic Language Runtime) is a runtime environment built in C# that runs on top of the CLR and enables a lot of mechanisms for dynamic language developers to implement their language on the .NET framework. Some of the languages that have been implemented on the DLR include (Iron)Python, (Iron)Ruby, (Iron)Scheme,… In the case of IronRuby the Iron simply stands for the fact that it is the ruby language implemented on the .NET framework. I will use IronRuby and Ruby interchangeably throughout this book but I will always be talking about IronRuby in the context of this book.

The last terms I need to explain are TDD (Test driven development) and BDD (behavior driven development). Test driven development is a method of developing software where you first write a test for the piece of functionality you're going to implement and then write the code to satisfy that test. At the end of your development you will have a battery of tests which aid you in maintaining your application and give you a huge confident boost about your code. Behavior driven development builds on the knowledge of test driven development but extends it by questioning what the behavior of an application should be both before and during the development process. Behavior driven development expresses those in a more textual form than it's predecessor.

In the next part of this section I'd like share my views on why learning a different language is a good thing. This paragraph will give you some of my personal reasons for getting into Ruby some time ago.

1.1.2 Why learn a different language?

The reason for putting this part in the first chapter is because programming language debates can get quite religious and vile at times. I would like to encourage you not to partake in any of those debates because I think those are futile and serve no purpose but to antagonize. I would like to make it clear to you that every language has its benefits and disadvantages; I would also like to convince you that you will become a better programmer with every language you pick up.

In the next part of this chapter I will try to clarify the confusion surrounding the different typing systems that are being used when talking about programming languages. But for now let's get on to why I started learning a dynamic language. In this paragraph I will be making a plea for learning a dynamic language.

I had been programming C# for a couple of years and before that I had been using Turbo Pascal, both are statically typed and compiled languages. In C# I loved the introduction of generics but they weren't always able to give me the flexibility that I needed. I wanted more at the same time there was murmur about Ruby on Rails. Being a web developer I got curious and started an investigation into the Ruby language and the   
Rails framework. My friend, Alex showed me the IronPython project, and I borrowed a book on python of him for a couple of days. I still couldn't make my mind up whether or not I should go for Python or for Ruby. So I went to a bookstore and bought a couple of books on both languages. Amongst those books were the Python cookbook and the Ruby cookbook.

At this point I knew that with both languages you could do pretty much the same, but the syntax of Ruby appealed more to me. And because I had gone through the 2 cookbooks I also came to the realization that those languages were incredibly powerful tools. I decided to dig deeper and started playing around with Ruby more and more. Ruby felt very much like JavaScript which is another one of my favorite languages. I have objects and everything is essentially a hash. I could add methods and properties to those objects at runtime. In short at that moment I was past the point of no return. I had to find out all I possibly could on becoming a good Ruby developer.

The more I got into Ruby the more I wanted to gain some of the same productivity boosts and "genericity" in my C# programming. I found new and faster ways of doing things which made me ultimately a better programmer in the C# language as well. The fact that Ruby had a console where I could quickly try things out by just typing them was too easy and too much fun to just leave it at that.

The fact is that a dynamic language often results in hugely reduced code volume. That alone has a couple of very important benefits. The first benefit is less keystrokes, which means greater development speed. A second reason is that with less lines of code there is less chance of having bugs. A reduced code volume is easier and faster to code, debug and maintain.

I would like to learn a new programming language every year. Every time I do so I learn so many new tricks, and everybody knows that a one trick pony isn't the best value for your money; the more you know, the better your programs will be.

If you want your program to run as fast as possible and then you would probably to use C++ for that application. However if speed doesn't matter that much you can use a dynamic language, which will enable you to complete that application in half the time with a lot less code than say in C#, but there is always a trade-off you make. It just depends on the situation which trade-off is the most valuable to make.

And this concludes the ground rules section of the book. This section should give you a good basis for continuing the rest of this chapter and book. In the next section I'd like to hand you some of the essential building blocks you need to understand what it means for a language to be a dynamic language.

1.2 Essential building blocks

If you’re already familiar with Ruby this chapter should give you an understanding on how most of the classic languages in the .NET framework have been implemented. It should also make you a little familiar with what you would have to deal with if you decide to extend the IronRuby implementation. If you’re already familiar with C#; our example of a statically, strong typed and compiled reference language; this chapter should give you an understanding of the basic differences and usages behind the typing systems.

But before I can get to some coding, I think a more high level discussion of some of the basic differences between dynamic and static typing is in order. This will give you a better understanding of what goes on in the background. Next it’s my belief that we should take a look at the differences between a compiled and an interpreted language. This will deepen the understanding and fortify your foundation for grasping some of the apparent magic that seems to be going on behind the scenes.

Don’t worry too much about understanding some of the code listings that I’ll be using to demonstrate my point. Most of it will be explained later in much more depth. Let’s get started, shall we?

1.2.1 Compiled and interpreted languages

First I'd like to explain what a compiled language means and what an interpreted language means. Technically it should say languages implemented either through a compiler or through an interpreter.

A compiled language in the context of this book is a language that requires a compiler before it can be executed. VB.NET, C# and Java all require a compilation step before they can be executed. This requires that the data type of every variable and function return value has to be known at compile time, through declarations. Because of this there is the benefit that the compiler can check for any syntactical errors that may have snuck into your code. It also checks for invalid constructs and values that may have crept into your code. They don't however give you the guarantee that your program will work as you intended it to work. Because of the compilation some optimizations may have been made by the compiler. This implementation is generally faster at runtime. Because of the fact that the compiler checks all the types in your application sometimes people also call it a type-safe language.

An interpreted language means that the code you feed it is executed by an interpreter whose job it is to analyze each statement it encounters and consequently execute the desired action. There is no error checking at compile time because there is no compile time. This means that your development experience in general is more pleasant because you can have a code-run-debug cycle instead of a code-compile-run-debug cycle. Another advantage of an interpreted language is that the interpreter has a lot more information available when it analyzes the code, because it knows exactly what its run-time environment is and as such, it can make better and more complex decisions.

Although the classic .NET languages like VB.NET, C#, C++.NET all are languages that are compiled. They are only compiled into bytecode which is not native code. This bytecode gets transformed to native code through a process of Just-In-Time compilation when the code gets first executed at run-time. So the compiler has a lot of information about its run-time environment at a small cost the first time some code is executed, this approach preserves the advantages of languages implemented through a compiler.

Interpreted languages still have a couple of distinct advantages even over the classic .NET languages. Because of their nature they can modify themselves at run-time like adding methods and properties, changing methods, generate new classes etc. They generally have a first class eval function that can evaluate strings into executable code. This interpreted nature gives the possibility to test the code you write into a console and execute it.

A nice analogy to make can be that you have to talk to a business partner or so who speaks a different language than you. You need to give him a list of tasks (the program) but you need a third party to translate that information.

In the interpreted scenario you would take a translator to the meeting and he translates a task on the spot to your business partner. Your business partner would then go and complete that task and wait for you to give him a next task.

In the compiled scenario you would contact a translator beforehand and have him translate all the tasks. You would then meet with your business partner and hand him over the list of tasks. He will then go do the jobs until the list of tasks is finished.

Next we'll talk about typing another essential building block of programming languages, the typing systems used in programming languages. Understanding that concept properly allows you to have a clearer picture of the constraints of your language.

1.2.2 Typing

1.2.2.1 Static, dynamic typing and type inference

The process of declaring the variables and function return values is called static typing. A static typed language does not necessarily require you to declare the variable close to its use, but you do have to declare them before you use them. Types can be casted or converted to another type. The classic .NET languages are all statically typed and that is enforced by the compiler. The advantage is that this code can execute more quickly, the disadvantage of this approach is that you have a lot more keystrokes to do to write a program.

I'll illustrate this point with the example below. It shows you some of the most basic things you can do with a statically typed language.

Static typing in c#:

int i = 5;

i += 5;

//This is valid because console writeline has an appropriate overload defined.

System.Console.WriteLine(i); //🡺 10

// i = "hello"; // won't compile because we labeled i to be an int.

// To convert this value to a string we can rely on the limited type coercion that the C# compiler understands.

// or we can convert it explicitly

string coerced = "" + i; //🡺 10

string converted = i.ToString(); //🡺 10

System.Console.WriteLine("Coerced: {0}", coerced); //🡺 Coerced: 10

System.Console.WriteLine("Converted: {0}", converted); //🡺 Converted: 10

The languages built on top of the DLR (I'll talk more about this in the next chapter), are dynamically typed languages. One way to make a distinction is to say: a language is dynamic when it doesn't require declarations before they are used. You could also make a distinction between the two typing methods by when the type checking occurs; this is more accurate in my opinion because both typing mechanisms have casting and conversion techniques. This distinction would then be that static typed languages perform their type checking at compile time where dynamic typed languages defer that checking to run time.

Dynamic typing may allow compilers and interpreters to run more quickly, as well as save a lot of time during development because you don't have to deal with the tedious work of declaring every single step along the way.

Modern static languages like C# understand the concept of type inference. Type inference occurs when you don’t have to specifically tell the compiler what type your variable will be but it will instead be inferred on first assignment. From then on that variable is of the type assigned to it and that type can't be changed anymore. Type inference is different from dynamic typing in the fact that a dynamically typed variable can still change its type during the execution of the program.

Type inference in C# 3.0

var i = 5;

i = i + 5; //This is valid because type could be inferred from assignment

System.Console.WriteLine("Inferred type: {0}, value: {1}", i.GetType().Name, i);

// i = "hello"; // Still won't compile because of the inferred type of i from line 1

System.Console.WriteLine("Converted type: {0}, value: \"{1}\"", i.ToString().GetType().Name, i);

Static and dynamic typing is different from strong and weak typing. People use these terms interchangeably but they are different concepts. It's possible for a language to be both dynamic and strong typed. The same goes for a static typed language that is also weak typed.

Dynamically typed in IronRuby

#dynamic but strong typed.

a = 5

a = 5 + 5

#the following is valid because a number

#implements a to\_s method that will be called

#to convert this value to a string

puts "the type: #{a.class.to\_s}, the value: #{a}" # a.to\_s => "10"

# The example below is a valid use in dynamic languages

a = "123"

# This is valid because a is a string and has support for the length method

puts "the type: #{a.class.to\_s}, the value: #{a.length}" # outputs String, 3

# The following is invalid because a number doesn't know

# how to perform an addition with a value of type string so it will throw a TypeError.

# And the program stops working at this point because of the invalid type

a = 5 + a

The next parts of this section will deal with weak and strong typing as well as explain what duck typing is all about. The distinction between strong typing and weak typing is an important concept to grasp because that is what makes a world of difference and is often a big source of confusion when people talk about programming languages.

1.2.2.2 Strong and weak typing

A strong typed language is a language where every variable has a specific data type. As such all the operations that are allowed against that variable are known upfront. So a strong typed language would be a language that only allows safe operations against its variables; where a weak typed language implicitly casts variables to other types.

The deciding question here is whether the language implicitly converts unrelated types without warning, allowing you to add the integer 1 to the string "10" and arrive at the result "110" or 11, depending on how you write your statement. Strongly typed languages will cry foul, where weakly typed will simply do what they think you mean and continue.

Strong typed are generally easier to debug than their weak type variants. An example of a weak typed language is C or perl. Both C# and IronRuby are strong typed.

1.2.2.3 Duck typing

An explanation of duck typing wouldn’t be complete without the obligatory quote: "If it looks like a duck and quacks like a duck, it's close enough." This quote just begs for some explanation: Duck typing means that a parameter on a method only has to respond to the methods and properties that are being used by the method with the parameters. In other words if a method has a parameter variable and inside its body it uses the method some\_method on that parameter variable then any type that implements some\_method is a valid type.

Duck typing considers the methods to which a value responds and the attributes it possesses of bigger importance than its relationship to a type hierarchy. This encourages greater polymorphism because types are enforced as late as possible.

1.2.3 Why ruby's type system is a good thing

At the point of this writing IronRuby is a strong and dynamically typed language that supports duck typing and is implemented through an interpreter on the DLR and CLR. That makes it slower than its compiled brothers and sisters in the .NET language pool, but not that slow that you shouldn't use it.

Ruby makes more than up for it by representing a kind of best of breed implementation of a programming language. Ruby borrows from Smalltalk to Java and Perl to Python. Because of its nature it allows you to develop applications quickly and with very expressive code.

The ruby language has more attributes than just the ones mentioned above. You can use features from functional programming, it understands closures, it allows for objects to be altered at run-time and it supports introspection.

Next we'll look at some of the consequences of having an interpreted, dynamic language at your disposal. We'll cover the console with REPL and talk about the first class eval method in comparison to the Reflection.Emit API that can be used in C# to execute late bound code. After that we'll take a look at why unit tests are of huge importance when using a language like IronRuby. We'll also briefly touch the tools that you can use with IronRuby to use unit testing.

1.3 Consequences of an interpreted, dynamic language

After that theoretical discussion I'm in dire need of some action. First we need to make sure that we have all the prerequisites necessary for continuing the rest of this book. At the time of this writing you couldn't download any binary packages of the IronRuby implementation. So I'll talk you through the steps of getting the source and compiling it.

After that we'll get to do a little bit of code using the interactive console, at which time I'll introduce you to the concept of REPL and why the console will be your new best programming buddy. When you're familiar with the console it's time to look at what it means to have a first class eval method in your programming language.

1.3.1 Bootstrapping your environment

Right let's get down to business. In this chapter I'll explain how you check out the source code of IronRuby. After that we'll compile the IronRuby interpreter and we're set to start developing. To be able to compile the source code I chose for the option to let rake build it. So we'll also be getting the C-Ruby implementation.

For the C-Ruby version you can get it from <http://www.ruby-lang.org/en/downloads/>. I downloaded the one click installer and when the install completed. I added C:\Ruby\bin to my PATH environment variable. Next I typed gem install rake in a newly opened console window.

The PowerShell window with the gem command
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In addition to rake you also need a C# compiler. This comes with the visual studio installation or with the Microsoft .net framework SDK. Then now on to IronRuby…

The source code for IronRuby can be downloaded from [rubyforge](http://rubyforge.org/projects/ironruby). To download the source control you need a subversion client. My client of choice is TortoiseSVN. The process of downloading is checking out the code. That will enable you to get updates as they are being pushed in the repository. The url to check out is <http://ironruby.rubyforge.org/svn/> . To check IronRuby out from the repository open an explorer window and navigate to where you want to save the source code. Next right click in an empty area of that folder and choose checkout from the context menu. That will bring up the following window.

The tortoise check out window

![](data:image/png;base64,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)

At this moment we have all the tools to compile IronRuby. To do this simply open a console window and navigate to the location of the IronRuby source code. We're going to use rake to build the IronRuby language and interpreter. Type rake command at the command line and that should compile IronRuby. You can specify amongst other things which configuration you want to build: debug or release. I'll show you how to compile the debug version.

Compiling the debug version of ironruby with rake
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Woohoo.. Step 1 of getting started with IronRuby is complete you now have IronRuby. Let's find out what we can do with these newly gained abilities. We'll first look at the interactive console

1.3.2 REPL: The console, your new best friend

REPL is a really convenient method of developing software. With a compiled language your code is effectively dead until you compile it and start up the binary. At that moment you're code is working for you but you have little or no control over it. Sure you can get into the debugger and use a nifty feature like edit and continue but the possibilities that that gives you are fairly limited.

Many dynamic languages have a concept of REPL. I'll first explain what REPL means and how it can be of use to you after which we'll look at a couple examples of using REPL in practice.

1.3.2.1 REPL

REPL stands for Read-Evaluate-Print-Loop and signifies the repeated process that you can employ to develop in Ruby. In fact REPL often manifests itself as a type of interactive console in which you type a line of code.

That line of code will be read by the console then evaluated and the result will be printed in the console after which the console will loop to read the next statement you feed it.

The moment I got the beauty of this development method, programming Ruby became a lot more interactive and interesting for me. I could see immediately that having such a console was a fantastic way of learning a new language. This is quite useful for prototyping, experimentation, and debugging code, don't you agree? IronRuby does REPL, why don't we try it out?

1.3.2.2 The console, your new best friend

The interactive console lets you interact directly with the Ruby interpreter to try out and test little bits of code.

When you're using REPL you don't write your code first and load it later. Instead you enter your code piecewise, function by function, variable by variable at that innocent looking prompt. You develop incrementally, and at every single moment, your objects and functions are alive. You can access them, inspect them and even modify them. Your code becomes this living thing you are interacting with. It almost doesn’t feel like programming, it feels more like experimenting or playing.

This is the first time that we'll look at a "Hello world" implementation. Actually it's only a one line an implementation we are going to use the interactive console to test it. So let's spin up that console and get busy.

To launch the console open a command window or powershell prompt and navigate to the build/debug folder in the folder where you downloaded the IronRuby source code into. Type ./rbx to start up the console.

Starting up the console

PS C:\IronRuby\build\debug> rbx

IronRuby Pre-Alpha (1.0.0.0) on .NET 2.0.50727.1433

Copyright (c) Microsoft Corporation. All rights reserved.

>>>

Now at the prompt type "Hello world" and hit enter. Ooh that seems to have done something. Well that would be correct but nothing has been executed. The sign => is a way for the console to tell you the result of the last expression that has been validated by it.

Entering a string value in the console

PS C:\IronRuby\build\debug> rbx

IronRuby Pre-Alpha (1.0.0.0) on .NET 2.0.50727.1433

Copyright (c) Microsoft Corporation. All rights reserved.

>>> "Hello world"

=> "Hello world"

>>>

But for the console to really do some work it needs a little bit more than just a string it needs an instruction as well. In order to feed it an instruction, the instruction of choice would be puts (System.Console.WriteLine). That should be the complete implementation of Hello world in the console.

Finishing the implementation of Hello world in the console

PS C:\IronRuby\build\debug> rbx

IronRuby Pre-Alpha (1.0.0.0) on .NET 2.0.50727.1433

Copyright (c) Microsoft Corporation. All rights reserved.

>>> puts "Hello world !!!"

Hello world !!!

And that's all it takes to write hello world inside the console. Later on we'll do some more work in the console but first I would like the chance of pondering a bit on what it means exactly to have a first class eval function in a language and how it will ease the pain of doing dynamic development. There is more than one way to run ruby programs and that is what we'll be viewing next.

1.3.2.3 More ways to run ruby programs

All that interactivity is all fine and dandy but how does that make your code repeatable? Let alone running it on different computers?

Of course the console is not the only way to execute ruby code. You could place it in a file with extension .rb or any other textfile for that matter. Calling the command rbx <<filename>> will execute all the code contained in that file.

Let's just do that with our helloworld implementation from before. If you still have the console open you can copy the line that says puts "Hello world !!!" and paste that into a new text file. If you save that file with name helloworld.rb in the same folder as where the rbx.exe file lives we should be able to execute that file by executing the following command: rbx helloworld.rb . That should return the following output.

The output of running the helloworld program.

PS C:\IronRuby\build\debug> rbx helloworld.rb

Hello world !!!

Those are the different ways you can run ruby programs. So far we've discussed the type of language that Ruby is and we've also touched on how to run ruby programs. The next discussion I would like to have in this essential building blocks section is having the language feature of functions as first class citizens and more importantly having a good eval function.

1.3.3 Eval: trading in Reflection.Emit for simplicity

If you're an experienced .NET developer then you've probably used reflection on a couple occasions. And sometimes you may have wished that there was a way for you to generate some code and then have that code participate in your program. In the static languages of the .NET framework you are kind of able to, although you would have to know about the shape your type upfront for it to fully participate in your code.

It's a little bit unfortunate but I'm going to have to deep dive into some of the corners of the .NET framework. Don't be alarmed or intimidated by the fact that you have not seen these abilities before or you haven't used .NET before. I need to do this to contrast the differences in the 2 approaches. On the other hand it might be a nice way for you to discover a lesser known feature of the C# language.

We'll look at an implementation that uses the .NET facilities for doing runtime code generation and subsequently we'll look at an implementation in the Ruby language. I'll turn to the good old hello world program so that it is simple enough for everyone to understand.

1.3.3.1 Reflection.Emit: executing arbitrary code

When you compile your code in VB.NET or C# or in any other compiled language that is implemented on top of the .NET framework doesn't compile into native code instead it compiles into CIL (Common Intermediate Language) bytecode. And right before a method gets executed for the first time at runtime it gets compiled into native code. This is a good way of doing something because there is only a slight delay when a method gets executed for the first time. But the native code that is generated can be heavily optimized by the compiler because it has a lot of information about the platform it is running on. This also means that you could generate IL to do some code generation at runtime. Let's look at what happens when we implement hello world.

To implement our hello world implementation in C# we would do have to write something like this:

Hello world in C#

public static void Main(string[] args)

{

System.Console.WriteLine("hello world");

}

And when we compiled that bit of code it could be a bytecode representation of:

Hello world in IL

.method public static void MyMain() cil managed

{

.entrypoint

ldstr "hello world!"

call void [mscorlib]System.Console::WriteLine(string)

ret

}

Now when we would want to generate that bit of code at runtime instead of having it precompiled we can use the following C# code.

Generating code at runtime with C#

DynamicMethod dm = new DynamicMethod("HelloWorld", typeof(void), new Type[] { }, typeof(HelloWorldLCG), false); //Get a reference to the dynamic method

ILGenerator il = dm.GetILGenerator(); //Get the IL generator

il.Emit(OpCodes.Ldstr, "hello, world"); // Load a string onto the heap

il.Emit(OpCodes.Call, typeof(Console).GetMethod("WriteLine", new Type[] { typeof(string) })); //Call Console.Writeline

il.Emit(OpCodes.Ret); // return from the method

dm.Invoke(null, null); // invoke the dynamic method

The point I'm trying to make here is that doing dynamic code generation in C# isn't the easiest thing, but it can be done. You would have to understand IL pretty well to make extensive use of that feature of the .NET framework. Next we'll look at how to achieve this in IronRuby.

1.3.3.2 Eval: executing arbitrary code

Many programming languages have the notion of an eval function. An eval function is a function that takes functions expressed as Abstract Syntax Trees or text to the execution engine or runtime and have those executed. IronRuby has such an eval function, and for now I'm just going to show that it works I'll return to this function in more detail later. But it's important for you to know that it exists because we may be using it at some places later in the book.

Since IronRuby itself is implemented on top of the DLR (Dynamic Language Runtime) and the DLR is implemented on the CLR (Common Language Runtime) which is the runtime environment of C# it shouldn't surprise you that our puts "hello, world" implementation also generated IL that was executed by the CLR. And that that generated IL is pretty much the same as the one you needed for the C# hello world implementation.

Now suppose we would want to generate that method at runtime, like in our C# example, well in that case we would have to type the following code: eval('puts "hello world"') in our console to see that result.

The ruby way of dynamically generating code

PS C:\IronRuby> irb

irb(main):001:0> eval('puts "hello world"')

hello world

I don’t know about you but that seems a lot easier to me than using the Reflection.Emit API. There are some risks and valid uses of the eval function but more about that later.

This section dealt with some of the tools and characteristics of a dynamic language, so far it has all been good news I think. But using a dynamic language also has some implications, definitely if you're coming here from languages like C#, VB.NET, Java, C++… and that is exactly what the next section will be dealing with. We'll look at some of the implications from working with a dynamic language.

1.4 And some implications

I believe every software developer tries to achieve building maintainable, reusable and flexible code. Some of the concepts that spring to mind are loose coupling, component-based programming, contract first design etc.

A good practice in development, to prove that your code behaves as expected, is to write unit tests to prove that your code works as you intended it. We'll talk briefly on why that is even more important for a dynamically typed language than it is for a statically typed language. We'll look at which unit testing tools are available for IronRuby and how to use them. Unit tests will be used everywhere throughout the book so I thought I'd talk about them right at the beginning.

In C# for example you can only inherit from one base class but there is a concept of interfaces which allows you to work around the lack of multiple inheritance. A term often used is interfaced based design where common behaviors are grouped into interfaces. Our discussion will try to convince you that in duck typed languages there is no need for interfaces.

1.4.1 Unit testing

Unit testing is a tool that helps you in the first place write maintainable software. Over the last couple of years it has become a common practice to write tests first for a method you're going to write and then write the code in that method that satisfies those tests. Unit testing doesn't guarantee you that your code is correct but it can give you enough confidence, an approximate proof within reasonable error bounds, in its correctness. The more tests the smaller the error bounds and the better your confidence.

It helps you in several ways to write better code, because it forces you to think about the code before you write it. It helps you to write more loosely coupled code because that is something that flows naturally when writing tests first. It helps you to verify that the code you write is accurate by providing an instant feedback mechanism during the development process. It also helps you after the code is written because you can verify if any changes you made broke something in your program by running the unit tests. And it can also serve as a form of documentation for your code because you're using the code in your tests.

Unit testing is a good thing, embrace it.

1.4.1.1 An absolute necessity

You'll probably want to know early in the development process if your code works. Deferring finding errors only decreases the accuracy of your project which is probably the opposite of what you want to achieve. This early feedback is beneficial to the quality of your program because you can fix problems while the code and structures are still fresh in your head as opposed to 2 months later.

Since ruby is a dynamically typed language it defers checking for type errors to as late as possible which means you would have to wait until runtime to find out about them. This is a less than ideal situation to be in. Enter unit tests; this device is put into being to help you verify the correctness of your code. By writing a test before you write the code you know exactly what your code should do so it becomes easier to write the code that satisfies the test.

Unit tests also help you to find any silly errors you've put in your code in your haste to code stuff up. It functions as a kind of barometer on how good the health of your code is. It helps you build confidence in the code you wrote.

Because I want to be confident that the code I write works as I would expect it, I will use unit tests to drive my process for developing the sample application that accompanies this book.

1.4.1.2 A blessing during refactoring

Unit testing is an absolute blessing during refactoring. I think we all agree that if there is one constant in the IT industry that constant is change. So applications generally need to be refactored on a regular basis, this is usually a pretty dangerous and tedious process after which the application needs to undergo some form of regression testing to find out if you haven't broken anything else throughout that process.

If you have a full set of unit tests you can immediately locate the problem areas by running your test suite. This helps you eliminate a lot of the problems before you submit your application for regression testing by the QA team. Just for this reason alone I am convinced that unit testing is an absolute must when developing in any language. Why don't we have a look at which tools there are for testing in Ruby?

1.4.1.3 So how do I go about that then?

For the ruby language there is a library that is called Test::Unit and it provides you a couple of facilities to develop and execute tests. These facilities are that it enables you to express individual tests, it provides you with a couple of ways of executing those tests and it helps you structure your tests.

I want to illustrate this by extending our previous hello world and encapsulating that in a class. To do this I first have to create a file that will contain my unit test and add a reference to the unit test library by adding require 'test/unit' at the top of the file. And next I have to make my class inherit from Test::Unit to give me access to all the test methods. We are going to be moving hello world into a class that has one public method print that will return a string value "Hello world !!!". How would that test class then look?

Code listing of test\_hello\_world.rb

require 'test/unit'

require 'hello\_world'

class TestHelloWorld < Test::Unit::TestCase

def test\_print

hw = HelloWorld.new

assert\_equal 'Hello world !!!', hw.print, "The strings should be equal"

end

end

If we try to run that test by invoking the command rbx test\_hello\_world.rb then that test will fail on the line hw = HelloWorld.new because that class doesn't exist yet. It may also fail on the line require 'hello\_world' because that file doesn't exist in the directory where you created that test. To fix those problems we're going to create a file hello\_world.rb in the folder where you saved test\_hello\_world.rb

And the contents of that file looks like so:

Code listing for hello\_world.rb

class HelloWorld

def initialize

@message = "Hello world !!!"

end

def print

@message

end

end

When we now try to run that test it will produce the following output which is what we are after:

Output of running the unit test:

Loaded suite test\_hello\_world

Started

.

Finished in 0.001 seconds.

This section should give you a rudimentary idea of what unit testing is about in Ruby, I can't stress enough how important it is to have proper unit tests. It's a real bonus that unit testing has been made so easy in ruby. Unit testing is also a really good way to build up a library of what you know by adding a contrived unit test to that library every time you learn something new. The next section will deal with the tight coupling to types in the classic .NET languages and why you don't need that in Ruby.

1.4.2 Living dangerously: look ma, no interfaces

This section deals with interfaces and the widely adopted interface based design that exists in the C# and Java world amongst others. We'll first discuss what interfaces are and how they are used so that you better grasp which problem they are trying to solve and then we'll debate why they are not necessary in Ruby.

1.4.2.1 What is an interface exactly?

The C# language only supports single inheritance, which means that any class can only have one parent class. But this limits you in grouping functionality together so C# supports the notion of interfaces, to get around the lack of multiple inheritance. An interface is a reference type without its implementation; it defines the public behavior of a section of or a complete class.

One very common analogy to make that illustrates the whole concept is with driving a car. Imagine that if instead of learning how to drive a car, you would have to learn to drive each different type of car you would ever get into. It would be a lot more difficult to change from that trusty old civic to that shiny new BMW because you would have to learn how to drive it all over. It's a lot easier to just learn how to use the interface of the car: steering wheel, brake, turn signals and gas pedal. That way we don't have to care how the car implements that interface because the interface describes the basic car contract.

1.4.2.2 Which problems do they solve?

There are a couple of problems that are being solved by using an interface. These are the four main ones in my opinion.

The first one is that classes may only directly inherit from one base class, but they can implement several interfaces. For an object that needs to exhibit several different facets, this is important. For example an object might represent itself as a printable object through some IPrintable interface and as a persisted object through some IPersistable interface. Other objects might be IPrintable but not IPersistable or vice versa. Thus interfaces are a substitute for multiple inheritance.

The second reason is that there can be many implementations of an interface. In the .NET framework collections generally implement the IEnumerable interface which has one method GetEnumerator, which returns an object that implements the IEnumerator interface. This object can iterate (enumerate) over objects in the collection. But of course how it does so will depend on how the collection is structured. Nevertheless, a client that simply needs to iterate over a collection only needs to specify (make a contract that) the collections supports IEnumerable (and indirectly IEnumerator through its GetEnumerator method). It does not need to know anything about how the collection is implemented.

As third usage we could say that interfaces can be used as a publish-and-subscribe mechanism. An object can publish a set of events via an interface and allow an object that wants to subscribe to those events to implement that interface and register itself with the publisher object. Again, the publisher object will probably not know anything about the subscriber object beyond that it implements the interface.

And as last reason I'm presenting that the signatures of interfaces (i.e. what declarations they contain) are less likely to change than the signatures of the implementing classes, thus leading to more stable interactions between subsystems across the interface boundary instead of classes directly talking to each other.

So in summary the problems solved by interfaces are:

1. Interfaces allow a work-around for the absence of multiple inheritance in the .NET framework.

2. There may be several implementations of an interface. If a class was used, the several   
 implementations would all have to inherit from this base class, this may be inappropriate.  
 (Component based)

3. Interfaces allow the specification of a contract when the implementation of that contract is not  
 known, e.g. the publisher specifying the requirements of the subscriber. (Contract first design)

4. Interfaces are likely to be more stable than their implementing classes and thus tend to isolate the   
 effects of change (Loosely coupled)

All of the reasons mentioned in the above text are considered to be good design practices when designing applications.

1.4.2.3 An example in C#

Suppose we have a class HelloWorld that has a method Print() and we also have a class Book that implements that method Print(). Now suppose we want a method Output in another class that calls the method Print() on both those classes. In that case we could implement an interface on both classes that could be called IPrintable. That interface would define the Print() method contract. Below you will find the code listings for HelloWorld, IPrintable and the Output method. The code doesn't do much useful it's just to illustrate how interfaces are being used.

Code listing for the interface IPrintable

namespace CSharp

{

public interface IPrintable

{

string Message{ get;}

string Print();

}

}

Code listing for HelloWorld.cs

namespace CSharp

{

public class HelloWorld : IPrintable

{

private readonly string message;

public HelloWorld()

{

message = "Hello world !!!";

}

public string Message

{

get { return message; }

}

public string Print()

{

return message;

}

}

}

Code listing for Book.cs

namespace CSharp

{

public class Book : IPrintable

{

private readonly string message;

public Book(string message)

{

this.message = message;

}

public string Message

{

get { return message; }

}

public string Print()

{

return message;

}

}

}

Code listing for Program.cs with the method Output

static void Main(string[] args)

{

List<object> printables = new List<object>{ new HelloWorld(), new Book("IronPython In Action") };

printables.ForEach(printable => Output(printable as IPrintable));

object hw = printables[0];

Console.WriteLine("hw does {0}implement IPrintable", (hw is IPrintable) ? string.Empty : "not ");

}

static void Output(IPrintable toOutput)

{

Console.WriteLine(toOutput.Print());

}

Generates the following output

PS C:\CSharp\bin\Debug> .\CSharp.exe

Hello world !!!

IronPython In Action

hw does implement IPrintable

The code listing above is almost the equivalent of the ruby HelloWorld class we created in our previous section about unit testing. In the next paragraph we'll extend our ruby program to have a similar main method and a similar output method in our discussion on why interfaces are not needed in a duck typed language.

1.4.2.4 And why don't I need them?

In the previous paragraphs we've seen how the classic .NET languages are tightly coupled to types. A class and a type are virtually the same and a class can only have one parent. For that reason and a couple of other reasons they have the notion of interfaces. In the ruby language we are embracing duck typing. If you have a background of programming C#, VB.NET, Java,… You may feel the temptation to start using ruby as a statically typed language. I'll explain this by presenting the code for HelloWorld from the previous paragraph with the interface in ruby. I'll also show you what the correct ways are of using duck typing.

An important insight in the discussion that will follow is to remember that duck typing doesn't really care about the type of an object it cares more about the behavior that that object has. Consider the following classes:

module Printable

def print

@message

end

end

class HelloWorld

include Printable

def initialize

@message = "Hello world !!!"

end

end

class Book

include Printable

def initialize(message)

@message = message

end

end

printables = [HelloWorld.new, Book.new("IronPython In Action")]

printables.each do |printable|

puts printable.print

end

hw = printables[0]

puts "hw does #{'not ' unless hw.is\_a? Printable}implement Printable"

People that come from a statically typed background may have the tendency to write the iteration over the array in the following style:

Making ruby act statically type, rigidly bound to types

printables.each do |printable|

#the wrong way to do it is to use ruby as a statically typed language

fail TypeError.new("#{printable.class} doesn't implement Printable") unless printable.is\_a? Printable

puts printable.print

end

When you would embrace duck typing you would write a simpler iteration over the array. Why can you do that with confidence? Because when you call the method print on the printable instance and the method doesn't exist the program will throw an error anyway, just like what you are doing when you're checking the type. And without that type check your method becomes a lot more flexible because now you could add another type to the mix that doesn't implement the module Printable but that does respond to the method print

Embracing duck typing

printables.each do |printable|

# when you don't really care about what's going to happen next.

# If there is a print method it will execute otherwise it will fail

puts printable.print

end

Sometimes there are these occasions where you do care which behavior is implemented and you want to respond to those things accordingly. This can be done but in this case it's important to note that we are checking some behavior on the object not the type or it's modules.

Checking the behavior of an object

printables.each do |printable|

#if you absolutely need to be sure it will behave correctly

unless printable.respond\_to?(:print)

fail TypeError.new("We expect the method print to be on the object <<printable>>")

puts printable.print

end

But before you start walking this path you probably should have a real good think about whether it's absolutely necessary to have that check there. Ruby programming is all about simplicity, and the more code you write the less maintainable your code becomes and the more complex it becomes. So make sure that every line is there with a specific purpose.

This concludes our first chapter. The next section summarizes what we've learned so far and will explain what the next steps will entail.

1.5 Summary

I'd like to take this opportunity to explain why Ruby's typing system is a good thing and why you can live without static typing. This is in no way criticism on C# but I need to compare the two systems to show you the contrasts between them.

It's a fact that the static type system in the mainstream .NET languages don't really help in terms of program security. If C#'s type system were reliable it wouldn't implement an InvalidCastException. But that exception is necessary because there still is some runtime uncertainty in C#. Static typing can be good for optimizing code, and it certainly helps IDEs to do clever things with tooltip help. However I am yet to be convinced that it guarantees more reliable code.

When you'll be using IronRuby for a while, you'll realize that dynamically typed languages actually are more of a blessing than a curse. They really increase your productivity. It may even surprise you that you'll find to be proven wrong about the imminent mayhem caused by having no compiler. Why is it that there is no mayhem and the world doesn't stop spinning?

If you use asp.NET you use untyped code all the time. Every time you put something in session and you get it out again it gives you an object back that you then cast it to the type you expect it to be. And yet you probably almost never saw an InvalidCastException. That's because you structured your code in such a way that it didn't permit that. That is the same in IronRuby. It's very likely that when you use a variable for some purpose, that you will use it a couple of lines later for the same purpose.

As if that wasn't enough, most rubyists tend to program with a TDD or BDD approach to programming which results in lots of short methods and they will have tests for them before they create the method. The short methods mean that the variable only has a very narrow scope. The chance that anything goes wrong with the type is pretty slim. And the testing catches any obvious errors when they happen. Typo's etc usually don't get very far.

Which leads me to believe that type-safe isn't that safe after all, and that coding in a language like IronRuby is not only safe but it also makes you more productive. You'll probably find that the lack of static typing in IronRuby is an advantage rather than a risk. Once you "get it" you can use it in all its glory and gain huge productivity boosts.